We presented the notion of multivalued dependencies, which specify constraints that cannot be specified with functional dependencies alone. We defined fourth normal form (4NF) with multivalued dependencies. Appendix C.1.1 gives details on reasoning about multivalued dependencies.

Other normal forms, such as PJNF and DKNF, eliminate more subtle forms of redundancy. However, these are hard to work with and are rarely used. Appendix C gives details on these normal forms.

In reviewing the issues in this chapter, note that the reason we could define rigorous approaches to relational database design is that the relational data model rests on a firm mathematical foundation. That is one of the primary advantages of the relational model compared with the other data models that we have studied.

Review Terms

- E-R model and normalization
- Decomposition
- Functional dependencies
- Lossless decomposition
- Atomic domains
- First normal form (1NF)
- Legal relations
- Superkey
- R satisfies F
- F holds on R
- Boyce–Codd normal form (BCNF)
- Dependency preservation
- Third normal form (3NF)
- Trivial functional dependencies
- Closure of a set of functional dependencies
- Armstrong’s axioms
- Closure of attribute sets
- Restriction of F to Ri
- Canonical cover
- Extraneous attributes
- BCNF decomposition algorithm
- 3NF decomposition algorithm
- Multivalued dependencies
- Fourth normal form (4NF)
- Restriction of a multivalued dependency
- Project-join normal form (PJNF)
- Domain-key normal form (DKNF)
- Universal relation
- Unique-role assumption
- Denormalization

Practice Exercises

8.1 Suppose that we decompose the schema \( r(A, B, C, D, E) \) into

\[
\begin{align*}
r_1(A, B, C) \\
r_2(A, D, E)
\end{align*}
\]
Show that this decomposition is a lossless decomposition if the following set \( F \) of functional dependencies holds:

\[
\begin{align*}
A & \rightarrow BC \\
CD & \rightarrow E \\
B & \rightarrow D \\
E & \rightarrow A
\end{align*}
\]

8.2 List all functional dependencies satisfied by the relation of Figure 8.17.

8.3 Explain how functional dependencies can be used to indicate the following:

- A one-to-one relationship set exists between entity sets student and instructor.
- A many-to-one relationship set exists between entity sets student and instructor.

8.4 Use Armstrong’s axioms to prove the soundness of the union rule. *(Hint: Use the augmentation rule to show that, if \( \alpha \rightarrow \beta \), then \( \alpha \rightarrow \alpha \beta \). Apply the augmentation rule again, using \( \alpha \rightarrow \gamma \), and then apply the transitivity rule.)*

8.5 Use Armstrong’s axioms to prove the soundness of the pseudotransitivity rule.

8.6 Compute the closure of the following set \( F \) of functional dependencies for relation schema \( r \) (\( A, B, C, D, E \)).

\[
\begin{align*}
A & \rightarrow BC \\
CD & \rightarrow E \\
B & \rightarrow D \\
E & \rightarrow A
\end{align*}
\]

List the candidate keys for \( R \).

8.7 Using the functional dependencies of Practice Exercise 8.6, compute the canonical cover \( F_c \).

### Table

<p>| | | |</p>
<table>
<thead>
<tr>
<th></th>
<th></th>
<th></th>
</tr>
</thead>
<tbody>
<tr>
<td>A</td>
<td>B</td>
<td>C</td>
</tr>
<tr>
<td>( a_1 )</td>
<td>( b_1 )</td>
<td>( c_1 )</td>
</tr>
<tr>
<td>( a_1 )</td>
<td>( b_1 )</td>
<td>( c_2 )</td>
</tr>
<tr>
<td>( a_2 )</td>
<td>( b_1 )</td>
<td>( c_1 )</td>
</tr>
<tr>
<td>( a_2 )</td>
<td>( b_1 )</td>
<td>( c_3 )</td>
</tr>
</tbody>
</table>

*Figure 8.17* Relation of Practice Exercise 8.2.
8.8 Consider the algorithm in Figure 8.18 to compute $\alpha^+$. Show that this algorithm is more efficient than the one presented in Figure 8.8 (Section 8.4.2) and that it computes $\alpha^+$ correctly.

8.9 Given the database schema $R(a, b, c)$, and a relation $r$ on the schema $R$, write an SQL query to test whether the functional dependency $b \rightarrow c$ holds on relation $r$. Also write an SQL assertion that enforces the functional dependency; assume that no null values are present. (Although part of the SQL standard, such assertions are not supported by any database implementation currently.)

8.10 Our discussion of lossless-join decomposition implicitly assumed that attributes on the left-hand side of a functional dependency cannot take on null values. What could go wrong on decomposition, if this property is violated?

8.11 In the BCNF decomposition algorithm, suppose you use a functional dependency $\alpha \rightarrow \beta$ to decompose a relation schema $r(\alpha, \beta, \gamma)$ into $r_1(\alpha, \beta)$ and $r_2(\alpha, \gamma)$.

a. What primary and foreign-key constraint do you expect to hold on the decomposed relations?

b. Give an example of an inconsistency that can arise due to an erroneous update, if the foreign-key constraint were not enforced on the decomposed relations above.

c. When a relation is decomposed into 3NF using the algorithm in Section 8.5.2, what primary and foreign key dependencies would you expect will hold on the decomposed schema?

8.12 Let $R_1, R_2, \ldots, R_n$ be a decomposition of schema $U$. Let $u(U)$ be a relation, and let $r_i = \Pi_{R_i}(u)$. Show that

$$u \subseteq r_1 \times r_2 \times \cdots \times r_n$$

8.13 Show that the decomposition in Practice Exercise 8.1 is not a dependency-preserving decomposition.

8.14 Show that it is possible to ensure that a dependency-preserving decomposition into 3NF is a lossless decomposition by guaranteeing that at least one schema contains a candidate key for the schema being decomposed. (Hint: Show that the join of all the projections onto the schemas of the decomposition cannot have more tuples than the original relation.)

8.15 Give an example of a relation schema $R'$ and set $F'$ of functional dependencies such that there are at least three distinct lossless decompositions of $R'$ into BCNF.
result := ∅;
/* fdcount is an array whose ith element contains the number */
/* of attributes on the left side of the ith FD that are */
/* not yet known to be in α⁺ * /
for i := 1 to |F| do
begin
let β → γ denote the ith FD;
fdcount[i] := |β|;
end

/* appears is an array with one entry for each attribute. The */
/* entry for attribute A is a list of integers. Each integer */
/* i on the list indicates that A appears on the left side */
/* of the ith FD */
for each attribute A do
begin
appears[A] := NIL;
for i := 1 to |F| do
begin
let β → γ denote the ith FD;
if A ∈ β then add i to appears[A];
end
end
addin(α);
return(result);

procedure addin(α);
for each attribute A in α do
begin
if A ∉ result then
begin
result := result ∪ {A};
for each element i of appears[A] do
begin
fdcount[i] := fdcount[i] − 1;
if fdcount[i] := 0 then
begin
let β → γ denote the ith FD;
addin(γ);
end
end
end
end

Figure 8.18 An algorithm to compute α⁺.
8.16 Let a prime attribute be one that appears in at least one candidate key. Let \( \alpha \) and \( \beta \) be sets of attributes such that \( \alpha \rightarrow \beta \) holds, but \( \beta \rightarrow \alpha \) does not hold. Let \( A \) be an attribute that is not in \( \alpha \), is not in \( \beta \), and for which \( \beta \rightarrow A \) holds. We say that \( A \) is transitively dependent on \( \alpha \). We can restate our definition of 3NF as follows: A relation schema \( R \) is in 3NF with respect to a set \( F \) of functional dependencies if there are no nonprime attributes \( A \) in \( R \) for which \( A \) is transitively dependent on a key for \( R \). Show that this new definition is equivalent to the original one.

8.17 A functional dependency \( \alpha \rightarrow \beta \) is called a partial dependency if there is a proper subset \( \gamma \) of \( \alpha \) such that \( \gamma \rightarrow \beta \). We say that \( \beta \) is partially dependent on \( \alpha \). A relation schema \( R \) is in second normal form (2NF) if each attribute \( A \) in \( R \) meets one of the following criteria:

- It appears in a candidate key.
- It is not partially dependent on a candidate key.

Show that every 3NF schema is in 2NF. (Hint: Show that every partial dependency is a transitive dependency.)

8.18 Give an example of a relation schema \( R \) and a set of dependencies such that \( R \) is in BCNF but is not in 4NF.

Exercises

8.19 Give a lossless-join decomposition into BCNF of schema \( R \) of Practice Exercise 8.1.

8.20 Give a lossless-join, dependency-preserving decomposition into 3NF of schema \( R \) of Practice Exercise 8.1.

8.21 Normalize the following schema, with given constraints, to 4NF.

\[
\begin{align*}
\text{books} & \quad (\text{accessionno}, \text{isbn}, \text{title}, \text{author}, \text{publisher}) \\
\text{users} & \quad (\text{userid}, \text{name}, \text{deptid}, \text{deptname}) \\
\text{accessionno} & \rightarrow \text{isbn} \\
\text{isbn} & \rightarrow \text{title} \\
\text{isbn} & \rightarrow \text{publisher} \\
\text{isbn} & \rightarrow \text{author} \\
\text{userid} & \rightarrow \text{name} \\
\text{userid} & \rightarrow \text{deptid} \\
\text{deptid} & \rightarrow \text{deptname}
\end{align*}
\]

8.22 Explain what is meant by repetition of information and inability to represent information. Explain why each of these properties may indicate a bad relational database design.
8.23 Why are certain functional dependencies called \textit{trivial} functional dependencies?

8.24 Use the definition of functional dependency to argue that each of Armstrong’s axioms (reflexivity, augmentation, and transitivity) is sound.

8.25 Consider the following proposed rule for functional dependencies: If \( \alpha \rightarrow \beta \) and \( \gamma \rightarrow \beta \), then \( \alpha \rightarrow \gamma \). Prove that this rule is \textit{not} sound by showing a relation \( r \) that satisfies \( \alpha \rightarrow \beta \) and \( \gamma \rightarrow \beta \), but does not satisfy \( \alpha \rightarrow \gamma \).

8.26 Use Armstrong’s axioms to prove the soundness of the decomposition rule.

8.27 Using the functional dependencies of Practice Exercise 8.6, compute \( B^+ \).

8.28 Show that the following decomposition of the schema \( R \) of Practice Exercise 8.1 is not a lossless decomposition:

\[
\begin{align*}
(A, B, C) \\
(C, D, E)
\end{align*}
\]

\textit{Hint:} Give an example of a relation \( r \) on schema \( R \) such that

\[
\Pi_{A, B, C} (r) \not\Join \Pi_{C, D, E} (r) \neq r
\]

8.29 Consider the following set \( F \) of functional dependencies on the relation schema \( r(A, B, C, D, E, F) \):

\[
\begin{align*}
A & \rightarrow BCD \\
BC & \rightarrow DE \\
B & \rightarrow D \\
D & \rightarrow A
\end{align*}
\]

a. Compute \( B^+ \).

b. Prove (using Armstrong’s axioms) that \( AF \) is a superkey.

c. Compute a canonical cover for the above set of functional dependencies \( F \); give each step of your derivation with an explanation.

d. Give a 3NF decomposition of \( r \) based on the canonical cover.

e. Give a BCNF decomposition of \( r \) using the original set of functional dependencies.

f. Can you get the same BCNF decomposition of \( r \) as above, using the canonical cover?

8.30 List the three design goals for relational databases, and explain why each is desirable.
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8.31 In designing a relational database, why might we choose a non-BCNF design?

8.32 Given the three goals of relational database design, is there any reason to design a database schema that is in 2NF, but is in no higher-order normal form? (See Practice Exercise 8.17 for the definition of 2NF.)

8.33 Given a relational schema \( r(A, B, C, D) \), does \( A \rightarrow BC \) logically imply \( A \rightarrow B \) and \( A \rightarrow C \)? If yes prove it, else give a counter example.

8.34 Explain why 4NF is a normal form more desirable than BCNF.
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