

Intcell. H

\#include "IntCell.h" $\quad$ IntCell.cpp (part 1)
using namespace std;
IntCell.cpp (part 2)
//assignment operator
const IntCell \& IntCell: operator=( const Intcell \& rhs
$\left\{\begin{array}{l}\text { if (this ! }=\text { \&rhs) } \\ \quad \text { Write( rhs.Read ( ) ); }\end{array}\right.$



$$
\begin{aligned}
& \text { \#include <iostream> } \\
& \text { \#include "IntCell.h" } \\
& \text { using namespace std; } \\
& \text { int main( ) } \\
& \text { \{ } \\
& \text { Intcell m; } \\
& \text { Intcell n; }
\end{aligned}
$$

$$
\begin{aligned}
& \mathrm{n}=\mathrm{m} ; \\
& \mathrm{m} . \text { Write } \\
& \text { cout } \ll \\
& \text { cout } \ll \\
& \text { return }
\end{aligned}
$$

TestIntCell.C
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//Example code using function template "findMax"
( ) uțeu 子uṭ
( ) uṭeu 7 \}T

$$
\begin{aligned}
& \text { vector<int> } \\
& \text { vector<double> } \\
& \text { vector<string> } \\
& \text { vector<Intcell> }
\end{aligned}
$$

$$
\begin{aligned}
& \text { // Additional code to fill in the vectors not shown } \\
& \text { cout } \ll \text { findMax }(\mathrm{v} 1) \ll \text { endl; // OK: Comparable }=\text { int } \\
& \text { cout } \ll \text { findMax }(\mathrm{v} 2) \ll \text { endl; // OK: Comparable }=\text { double } \\
& \text { cout } \ll \text { findMax }(\mathrm{v} 3) \ll \text { endl; // OK: Comparable }=\text { string } \\
& \text { cout } \ll \text { findMax }(V 4) \ll \text { endl; // Illegal; operator< undefined }
\end{aligned}
$$

- A cookie cutter for a class - NOT a class
itself
- Parameteric polymorphism
- Type-independent classes
- Implementation is in the header file
- Not compilable
- Object vs. Comparable template parameter
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/ / MemCell.h (part 1)
\#ifndef MEMCELL_H
\#define MEMCELL_H
/ A class for simulating a memory cell.
template <class Object>
class MemCell
$\{$
public:
public:
explicit MemCell(const Object \&initialValue = Object( ) );
MemCell(const MemCell \& mc);
const MemCell \& operator= (const MemCell \& rhs);
~MemCell( );
const Object \& Read( ) const;
void Write( const Object \& x);
private:
Object m_storedValue;
\}; MemCell implementation follows
// $26 / 2007$
// MemCell.h(part 2)
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When compiling code that instantiates a class template, the
compiler must have both the class definition and the class
implementation available. There are two ways to
accomplish this.

1. As in CMSC 202, the template definition is placed in
XX.h and the implementation is placed in XX.cpp which
was then \#included at the bottom of XX.h
2. More customary, and allowed in this class, is to simply
write the implementation code inside XX.h after the class
definition.
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